# Assignment 3

Name :- Shreyas Anil Dimbar

PRN :- 245100140

Batch :- S6

* Q1-Write a Menu Driven program to perform following operations on singly linked list.
  + Insert new element at Beginning, End and middle position.
  + Delete element from Beginning, End and middle position.
  + Display Linked List.

Ans :- #include <iostream>

using namespace std;

class Node {

public:

int val;

Node \*next;

Node(int val) {

this->val = val;

this->next = NULL;

}

};

class LinkedList {

private:

Node\* head;

public:

LinkedList() {

head = NULL;

}

void insertAtBeginning(int val) {

Node\* newNode = new Node(val);

newNode->next = head;

head = newNode;

cout << "Okay, " << val << " is now at the front of the list." << endl;

}

void insertAtEnd(int val) {

Node\* newNode = new Node(val);

if (head == NULL) {

head = newNode;

cout << "Got it, " << val << " has been added to the end." << endl;

return;

}

Node\* temp = head;

while (temp->next != NULL) {

temp = temp->next;

}

temp->next = newNode;

cout << "Got it, " << val << " has been added to the end." << endl;

}

void insertAtMiddle(int val, int pos) {

if (pos <= 1) {

insertAtBeginning(val);

return;

}

Node\* newNode = new Node(val);

Node\* temp = head;

for (int i = 1; i < pos - 1 && temp != NULL; i++) {

temp = temp->next;

}

if (temp == NULL) {

cout << "That position doesn't exist, so I'll add it to the end for you." << endl;

insertAtEnd(val);

} else {

newNode->next = temp->next;

temp->next = newNode;

cout << "Done! " << val << " is now at position " << pos << "." << endl;

}

}

void deleteFromBeginning() {

if (head == NULL) {

cout << "Whoops, the list is empty! Nothing to delete." << endl;

return;

}

Node\* temp = head;

head = head->next;

cout << temp->val << " has been removed from the front." << endl;

delete temp;

}

void deleteFromEnd() {

if (head == NULL) {

cout << "Whoops, the list is empty! Nothing to delete." << endl;

return;

}

if (head->next == NULL) {

cout << head->val << " has been removed from the end." << endl;

delete head;

head = NULL;

return;

}

Node\* temp = head;

while (temp->next->next != NULL) {

temp = temp->next;

}

Node\* nodeToDelete = temp->next;

cout << nodeToDelete->val << " has been removed from the end." << endl;

temp->next = NULL;

delete nodeToDelete;

}

void deleteFromMiddle(int pos) {

if (head == NULL) {

cout << "Whoops, the list is empty! Nothing to delete." << endl;

return;

}

if (pos <= 1) {

deleteFromBeginning();

return;

}

Node\* temp = head;

for (int i = 1; i < pos - 1 && temp != NULL; i++) {

temp = temp->next;

}

if (temp == NULL || temp->next == NULL) {

cout << "Sorry, that position isn't valid. Can't delete." << endl;

return;

}

Node\* nodeToDelete = temp->next;

temp->next = nodeToDelete->next;

cout << "Removed " << nodeToDelete->val << " from position " << pos << "." << endl;

delete nodeToDelete;

}

void display() {

if (head == NULL) {

cout << "The list is currently empty." << endl;

return;

}

cout << "Here's your list: ";

Node\* temp = head;

while (temp != NULL) {

cout << temp->val << " -> ";

temp = temp->next;

}

cout << "NULL" << endl;

}

};

int main() {

LinkedList list;

int choice, value, position;

while (true) {

cout << "\n--- Linked List Menu ---" << endl;

cout << "1. Add to Beginning" << endl;

cout << "2. Add to End" << endl;

cout << "3. Add at a Specific Spot" << endl;

cout << "4. Remove from Beginning" << endl;

cout << "5. Remove from End" << endl;

cout << "6. Remove from a Specific Spot" << endl;

cout << "7. Show the List" << endl;

cout << "8. Exit" << endl;

cout << "--------------------------" << endl;

cout << "What would you like to do? ";

cin >> choice;

switch (choice) {

case 1:

cout << "Enter a number to add: ";

cin >> value;

list.insertAtBeginning(value);

break;

case 2:

cout << "Enter a number to add: ";

cin >> value;

list.insertAtEnd(value);

break;

case 3:

cout << "Enter a number to add: ";

cin >> value;

cout << "What position should it be in? ";

cin >> position;

list.insertAtMiddle(value, position);

break;

case 4:

list.deleteFromBeginning();

break;

case 5:

list.deleteFromEnd();

break;

case 6:

cout << "Enter position to remove: ";

cin >> position;

list.deleteFromMiddle(position);

break;

case 7:

list.display();

break;

case 8:

cout << " shutting down" << endl;

return 0;

default:

cout << " that's not a valid option. " << endl;

}

}

return 0;

}

Output :- ![](data:image/png;base64,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)

* Q2 - Write a program to delete nodes at even position in a Circular Linked List.

Ans :- #include <iostream>

using namespace std;

class Node {

public:

    int data;

    Node\* next;

    Node(int data) {

        this->data = data;

        this->next = NULL;

    }

};

class CircularLinkedList {

public:

    Node\* head;

    CircularLinkedList() {

        head = NULL;

    }

    void push(int data) {

        Node\* newNode = new Node(data);

        if (head == NULL) {

            head = newNode;

            newNode->next = head;

            return;

        }

        Node\* temp = head;

        while (temp->next != head) {

            temp = temp->next;

        }

        temp->next = newNode;

        newNode->next = head;

    }

    void display() {

        if (head == NULL) {

            cout << "The list is currently empty." << endl;

            return;

        }

        Node\* temp = head;

        cout << "Here's your circular list: ";

        do {

            cout << temp->data << " -> ";

            temp = temp->next;

        } while (temp != head);

        cout << "(head: " << head->data << ")" << endl;

    }

    void deleteEvenNodes() {

        if (head == NULL || head->next == head) {

            cout << "List is too short, no even positions to delete." << endl;

            return;

        }

        Node\* prev = head;

        Node\* current = head->next;

        while (true) {

            prev->next = current->next;

            cout << "Deleting node with value: " << current->data << endl;

            delete current;

            if (prev->next == head) {

                break;

            }

            prev = prev->next;

            if (prev->next == head) {

                break;

            }

            current = prev->next;

        }

    }

};

int main() {

    CircularLinkedList cll;

    cll.push(1);

    cll.push(2);

    cll.push(3);

    cll.push(4);

    cll.push(5);

    cll.push(6);

    cll.push(7);

    cout << "--- Original List ---" << endl;

    cll.display();

    cout << "\n--- Deleting Even Position Nodes ---" << endl;

    cll.deleteEvenNodes();

    cout << "\n--- List After Deletion ---" << endl;

    cll.display();

    return 0;

}
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* Q3 - Write a program to Merge two sorted circular Linked List.
* #include <iostream>
* using namespace std;
* class Node {
* public:
* int data;
* Node\* next;
* Node(int data) {
* this->data = data;
* this->next = NULL;
* }
* };
* class CircularLinkedList {
* public:
* Node\* head;
* CircularLinkedList() {
* head = NULL;
* }
* void sortedInsert(int data) {
* Node\* newNode = new Node(data);
* if (head == NULL) {
* head = newNode;
* newNode->next = head;
* return;
* }
* if (head->data >= newNode->data) {
* Node\* temp = head;
* while (temp->next != head) {
* temp = temp->next;
* }
* temp->next = newNode;
* newNode->next = head;
* head = newNode;
* } else {
* Node\* temp = head;
* while (temp->next != head && temp->next->data < newNode->data) {
* temp = temp->next;
* }
* newNode->next = temp->next;
* temp->next = newNode;
* }
* }
* void display() {
* if (head == NULL) {
* cout << "List is empty." << endl;
* return;
* }
* Node\* temp = head;
* cout << "List: ";
* do {
* cout << temp->data << " ";
* temp = temp->next;
* } while (temp != head);
* cout << endl;
* }
* };
* Node\* sortedMerge(Node\* a, Node\* b) {
* if (a == NULL) return b;
* if (b == NULL) return a;
* Node\* result = NULL;
* if (a->data <= b->data) {
* result = a;
* result->next = sortedMerge(a->next, b);
* } else {
* result = b;
* result->next = sortedMerge(a, b->next);
* }
* return result;
* }
* void mergeLists(CircularLinkedList &list1, CircularLinkedList &list2) {
* if (list1.head == NULL) {
* list1.head = list2.head;
* list2.head = NULL;
* return;
* }
* if (list2.head == NULL) {
* return;
* }
* Node\* head1 = list1.head;
* Node\* head2 = list2.head;
* Node\* last1 = head1;
* while (last1->next != head1) {
* last1 = last1->next;
* }
* Node\* last2 = head2;
* while (last2->next != head2) {
* last2 = last2->next;
* }
* last1->next = NULL;
* last2->next = NULL;
* list1.head = sortedMerge(head1, head2);
* list2.head = NULL;
* Node\* new\_last = list1.head;
* while (new\_last->next != NULL) {
* new\_last = new\_last->next;
* }
* new\_last->next = list1.head;
* }
* int main() {
* CircularLinkedList list1;
* list1.sortedInsert(2);
* list1.sortedInsert(5);
* list1.sortedInsert(8);
* CircularLinkedList list2;
* list2.sortedInsert(1);
* list2.sortedInsert(6);
* list2.sortedInsert(9);
* cout << "First List:" << endl;
* list1.display();
* cout << "Second List:" << endl;
* list2.display();
* mergeLists(list1, list2);
* cout << "Merged List:" << endl;
* list1.display();
* return 0;
* }

Output :- ![](data:image/png;base64,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)

* Q4 - Write a program to Search an element in a Linked List using recursive function.

Code :- #include <iostream>

using namespace std;

class Node {

public:

    int data;

    Node\* next;

    Node(int data) {

        this->data = data;

        this->next = NULL;

    }

};

class LinkedList {

public:

    Node\* head;

    LinkedList() {

        head = NULL;

    }

    void push(int data) {

        Node\* newNode = new Node(data);

        newNode->next = head;

        head = newNode;

    }

    bool search(int key) {

        return recursiveSearch(head, key);

    }

private:

    bool recursiveSearch(Node\* current, int key) {

        if (current == NULL) {

            return false;

        }

        if (current->data == key) {

            return true;

        }

        return recursiveSearch(current->next, key);

    }

};

int main() {

    LinkedList list;

    list.push(10);

    list.push(20);

    list.push(30);

    list.push(40);

    list.push(50);

    int keyToFind1 = 30;

    if (list.search(keyToFind1)) {

        cout << keyToFind1 << " found." << endl;

    } else {

        cout << keyToFind1 << " not found." << endl;

    }

    int keyToFind2 = 99;

    if (list.search(keyToFind2)) {

        cout << keyToFind2 << " found." << endl;

    } else {

        cout << keyToFind2 << " not found." << endl;

    }

    return 0;

}
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